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## Relaxed (compacted) trees

- Drop uniqueness
- No bijection anymore
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Asymptotic number of relaxed and compacted binary trees with right height $\leq \mathrm{k}$ of size $n \rightarrow \infty$

$$
\#\{\text { Relaxed }\} \sim \gamma_{k} n!\left(4 \cos \left(\frac{\pi}{k+3}\right)^{2}\right)^{n} n^{-k / 2}
$$
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Asymptotic number of relaxed and compacted binary trees with right height $\leq \mathrm{k}$ of size $n \rightarrow \infty$

$$
\begin{aligned}
\#\{\text { Relaxed }\} & \sim \gamma_{k} n!\left(4 \cos \left(\frac{\pi}{k+3}\right)^{2}\right)^{n} n^{-k / 2} \\
\#\{\text { Compacted }\} & \sim \kappa_{k} n!\left(4 \cos \left(\frac{\pi}{k+3}\right)^{2}\right)^{n} n^{-\frac{k}{2}-\frac{1}{k+3}-\left(\frac{1}{4}-\frac{1}{k+3}\right) \cos \left(\frac{\pi}{k+3}\right)^{-2}}
\end{aligned}
$$

Companion paper together with A. Genitrini, B. Gittenberger, and M. Kauers: Asymptotic Enumeration of Compacted Binary Trees, ArXiv:1703.10031.
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## Corollary

Relaxed binary trees of right height at most one can be sampled uniformly at random in linear time.
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Let $X_{n}$ be its random variable when drawn uniformly at random among all such trees of size $n$.

## Number of maximal young leaves

## Correspondence

■ Maximal young leaves in the growth process in rooted plane increasing trees

- Nodes in level 0 in relaxed binary trees of right height $\leq 1$

Let $X_{n}$ be its random variable when drawn uniformly at random among all such trees of size $n$.

## Theorem

The standardized random variable

$$
\frac{X_{n}-\mu_{1} n}{\sigma_{1} \sqrt{n}}
$$

with

$$
\mu_{1}=\frac{1}{2}+\frac{\log (n)}{4 n}+\mathcal{O}\left(\frac{1}{n}\right) \quad \text { and } \quad \sigma_{1}^{2}=\frac{1}{4}-\frac{\pi^{2}}{32 n}+\mathcal{O}\left(\frac{1}{n^{2}}\right)
$$

converges in law to a standard normal distribution $\mathcal{N}(0,1)$.
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## Correspondence

- Dominating young leaves in rooted plane increasing trees
- Branches in relaxed binary trees of right height $\leq 1$

Let $Y_{n}$ be its random variable when drawn uniformly at random among all such trees of size $n$.

## Theorem

The standardized random variable

$$
\frac{Y_{n}-\mu_{2} n}{\sigma_{2} \sqrt{n}}
$$

with

$$
\mu_{2}=\frac{1}{4}-\frac{1}{8 n}+\mathcal{O}\left(\frac{1}{n^{2}}\right) \quad \text { and } \quad \sigma_{2}^{2}=\frac{1}{16}+\frac{1}{32 n}+\mathcal{O}\left(\frac{1}{n^{2}}\right)
$$

converges in law to a standard normal distribution $\mathcal{N}(0,1)$.

Un bon croquis vaut mieux qu'un long discours

$\begin{array}{ll}0 & 0 \\ & 0 \\ & 1\end{array}$
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